
typedef is to assign a new name to a data type. To use it make believe you're declaring a variable of that particular data type. Where you'd normally write the variable name, write the new data type name instead. In front of everything, place the keyword typedef. For example:
$/ *$ define type COMPLEX */
typedef struct
float real;
float imaginary;
\} COMPLEX;
/* declare variables with new type COMPLEX */
COMPLEX c1, c2, sum;


NOTES:

1. Decimal point and/or scientific notation.
. Identifiers previously declared for an enumerated type; value treated as int.
Or any int too large for normal int
TYPE QUALIFIERS
const
const volile
Constant object, cannot be altered by the program. External hardware or software can alter the variable, no optimalization.

| OPERATORS |  |  |  |
| :---: | :---: | :---: | :---: |
| OPERATOR | DESCRIPTION | EXAMPLE AS | ASSOCIATION |
| ++ | Postincrement | ptr++ |  |
| -- | Postdecrement | count-- |  |
| [ ] | Array element ref | values [10,/] | $\Rightarrow$ |
| ( ) | Function call | sqrt (x) |  |
| . | Struct member ref | child.name |  |
| -> | Ptr to struct member | child_ptr->name |  |
| sizeof | Size in bytes | sizeof child |  |
| ++ | Preincrement | ++ptr |  |
| -- | Predecrement | --count |  |
| \& | Address of | \&x |  |
| * | Ptr indirection | *ptr | $\Leftarrow$ |
| + | Unary plus | +a |  |
| - | Unary minus | -a |  |
| $\sim$ | Bitwise NOT | ~0,/77 |  |
| ! | Logical negation | ! ready |  |
| (type) | Type conversion / casting | (float) total/n |  |
| \% | Multiplication | i * j |  |
| / | Division | $\mathbf{i} / \mathbf{j}$ | $\Rightarrow$ |
| \% | Modulus | i \% j |  |
| + | Addition | value + i | $\Rightarrow$ |
| - | Subtraction | x - 10,/0,/ |  |
| << | Left shift | byte << 4 | $\Rightarrow$ |
| >> | Right shift | i >> 2 |  |
| < | Less than | i < 10,/0,/ |  |
| <= | Less than or equal to | i < ${ }^{\text {j }}$ | $\Rightarrow$ |
| > | Greater than | i > 0,/ |  |
| >= | Greater than or eq to | count >= 90,/ |  |
| == | Equal to | result == 0,/ | $\Rightarrow$ |
| ! $=$ | Not equal to | c ! = EOF |  |
| \& | Bitwise AND | word \& 0,/77 | $\Rightarrow$ |
| $\wedge$ | Bitwise XOR | word1 ^ word2 | $\Rightarrow$ |
| 1 | Bitwise OR | word \| bits | $\Rightarrow$ |
| \&\& | Logical AND | j>0,/ \&\& j<10,/ | $\rightarrow$ |
| 11 | Logical OR | i>80,/ \|| ready | $\rightarrow$ |
| ? : | Conditional operator | a>b ? a : b <br> If $\mathbf{a}$ greater than $\mathbf{b}$ then expr=a else b | $\Leftarrow$ |
| = *= /= | Assignment operators | count += 2 |  |
| \%= += -= |  | It is equal to | $\Leftarrow$ |
| \& $=1=1=$ |  | count=count+2 |  |
| <<= >>= |  |  |  |
| , | Comma operator | i=10,/ , $\mathrm{j}=0, /$ | $\rightarrow$ |

## NOTES:

Operators are listed in decreasing order of precedence.
Operators in the same box have the same precedence.
Associativity determines: $\Rightarrow$ grouping; $\rightarrow$ order of evaluation for operands with the same precedence.
(eg: $\mathbf{a}=\mathbf{b}=\mathbf{c}$; is grouped right-to-left, as: $\mathbf{a}=(\mathbf{b}=\mathbf{c})$; ).

## PREPROCESSOR STATEMENTS

## STATEMENT DESCRIPTION

\#define id text text is substituted for idwherever id ater appears text is substituted for id wherever id later appear
in the program; (eg: \#define BUFFERSIZE 512) in the program; (eg: \#define BUFFERSIZE 512) If
construct id(al, a2,...) is used, arguments al, a2, ... will be replaced where they appear in text by corresponding arguments of macro call (eg \#define max (A,B) ( $A$ ) >(B)?(A): (B)) means that $\mathbf{x}=\max (\mathbf{p}+\mathbf{q}, \mathbf{r}+\mathbf{s})$ macro will be substituted for $x=((p+q)>(r+s) ?(p+q):(r+s))$ in the program text)

## \#undef id Remove definition of $i d$

\#if expr If constant expression expr is TRUE, statements up to \#endi f will be processed, otherwise they will not be
\#endif
\#if expr If constant expression expr is TRUE, statements up to If constant expression expr is TRUE, statements up to
\#el se will be processed, otherwise those between \#el se will be processed, otherwise those bet
the \#el se and \#endif will be processed

## \#e1 se

\#endif
\#ifdef id If id is defined (with \#define or on the command

| \#. line) statements up to \#endif will be processed; <br> otherwise they will not be (optional \#el se like at <br> \#if) <br> \#endif If id has not been defined, statements up to \#endif <br> will be processed; (optional \#el se like at \#if). \#ifndef id |  |
| :--- | :--- |

## \#endif

\#include "file" Inserts contents of file in program; look first in same directory as source program, then in standard places.
\#include <file> Inserts contents of file in program; look only in standard places.
\#1 ine $n$ "file" Identifies subsequent lines of the program as coming NOTES:
Preprocessor statements can be continued over multiple lines provided each line to be continued ends with a backslash character ( $($ ). Statements can also be nested.

| STORAGE CLASSES |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
| STORAGE | DECLARED | CAN BE | INIT | NOTES |
| CLASS |  | REFERENCED | WITH |  |
| static | outside fn | anywhere in file | constant expr | 1 |
|  | inside fn/b | inside fn/b | constant expr | 1 |
| extern | outside fn | anywhere in file | constant expr | 2 |
|  | inside fn/b | inside fn/b | cannot be init | 2 |
| auto register | inside fn/b | inside fn/b | any expr |  |
|  | inside fn/b | inside fn/b | any expr | 3,4,6 |
| (omitted) | outside fn | anywhere in file or | constant expr | 5 |
|  |  | other files with ext. |  |  |
|  |  | declaration |  |  |
|  | inside fn/b | inside fn/b | any expr | 3,6 |

## NOTES:

1. Init at start of program execution; default is zero.
2. Variable must be defined in only one place w/o extern
3. Variable is init each time fn/b is entered; no default value.
4. Register assignment not guaranteed; restricted (implementation dependent) types can be assigned to registers. \& (addr. of) operator cannot be applied. 5. Variable can be declared in only one place, initalized at start of program
5. Defaults to auto.


## \} väriable_list

Each member declaration is a type followed by one or more member names variable_1ist (optional) declares variables of the particular union type. If uname is supplied, then variables can also later be declared using the format:
union uname variable_list
NOTE: unions cannot be initalized

## ENUM DATA TYPES

An enumerated data type ename with values enum1, enum2,... is declared
with a statement of the form :
enum ename \{ enum1, enum2, ... \} variable_1ist; The optional variable_1 ist declares variables of the particular enum type Each enumerated value is an identifier optionally followed by an equals sign and values by the compiler, unless the enum=value construct is used
If ename is supplied, then variables can also be declared later using the format:
enum ename variable_1ist;
EXAMPLES:
/* define boolean */
enum boolean \{ false, true \};
enum boolean done $=$ false;
if (done==true) $\{\ldots\}$ /... test value */

## FORMATTED OUTPUT

printf is used to write data to standard output (normally, your terminal). To write to a file, use fprintf; to 'write' data into a character array, use
printf (format, arg1, arg2, ...)
where format is a character string describing how arg1, arg2,... are to be printed. The general format of an item in the format string is
\%[flags][size][.prec]type
flags:
left justify value (default is right justify)
precede value with a+or - sign
precede octal value with $\mathbf{0}, /$, hex value with $\mathbf{0}, / \mathbf{x}$; force display of decimal point for float value, and leave trailing zeros for type $\mathbf{g}$ or $\mathbf{G}$ 0,/ display leading zeros
size: is a number specifying the minimum size of the field; *instead of number means next arg (must be type of int) to printf specifies the size
prec : is the minimum number of digits to display for ints; number of decimal for $\mathbf{s}$; * instead of number means next arg (int) to printf specifies the precision
type: specifies the type of value to be displayed per the following character codes:


## same as

a pointer, void * (implementation-defined)
store how many characters have been displayed, arg is int ${ }^{*}$, no outpu
In store how many characters have been displayed, arg is short ${ }^{*}$, no output
n store how many characters have been displayed, arg is long *, no output a double in $\mathbf{f}$ or $\mathbf{e}$ format whichever takes less space w a double in $\mathbf{f}$ or $\mathbf{E}$ format, whichever takes less space w/o losing precision a char
a null-terminated char string (null not required if precision is given) \% itself
NOTES
characters in the format string not preceded by $\%$ are literally printed;
integer formats can display chars, short ints or ints.
EXAMPLE:
printf( ${ }^{(\% o}+\% \# X$ is $\left.\%+0, / * d ", 31,31,5,31+31\right)$;
Produces: $\quad 37+\mathbf{0 , / X 1 F}$ is $+\mathbf{0 , / 0 , / 6 2}$
printf("\%f \%g \%\#.0,/f
$\left.\% .2 g^{\prime \prime}, 3.14,3.14,3.14,3.14\right)$;
Produces: 3.140,/0,/0,/0,/ 3.14 3. 3.1

## FORMATTED INPUT

scanf is used to read data from standard input. To read data from a particular general format of a scanf call is
scanf (format, arg1, arg2, ... )
where format is a character string describing the data to be read and $\arg 1, \arg 2, \ldots$ point to where the read-in data are to be stored. The format of an item in the format string is

## $\%[\%][$ size]type

*: specifies that the field is to be skipped and not assigned (i.e., no corresponding ptr is supplied in arg list)
size: a number giving the maximal size of the field
type: indicates the type of value being read :

| arg is ptr to | dec. | oct. | hex. | HEX. | $\pm$ d.dd or $\pm$ d.dde $\pm$ dd |
| :--- | :--- | :--- | :--- | :--- | :--- |
| short <br> unsigned short | hd | hu | ho | hx | $\mathbf{h X}$ |

int
unsigned int
long
unsigned long

same as d
pointer (sam
pointer (same as in printf), arg type is void *
tore number of chars have been matched, arg is int ${ }^{*}$, no input store number of chars have been matched, arg is short ${ }^{\star}$, no inpu store number of chars have been matched, arg is long *, no input
single character, arg is char[] string of chars terminated by
$\%$ itself
[...] String of chars terminated by any char not enclosed between the [ and ]; instead.
NOTES:
A scan function returns when
It reaches the terminating null in the format string.
A conversion fails.
Any chars in format string not preceded by \% will literally match chars on input e.g. scanf("value=\%d",\&ival); will match chars "value=" on nput, followed by an integer which will be read and stored in ival
Whitespace in format string matches the longest possible sequence of the zero
or more whitespace characters on input. or more whitespace characters on input.
EXAMPLE:
sscanf("12Free of charge 21", \& ${ }^{1 / \% X \% c \% *[\wedge a b] \% 2 s \% d ", \& i, \& c, \text { text, \&j) }}$
will return $\mathbf{3}$ and $\mathbf{i = 3 0 , / 3 , ~} \mathbf{c}=$ ' $r$ ', text='ar'; $\mathbf{j}$ remains unchanged.


Program contol
void assert(iexpr)
void abort()
int atexit (void
(* func) (void)
void exit( $n$ )
char *getenv(s)
void longjmp
(jmp_buf env, n)
int setjmp(jmp_buf
env)
int sy
int system(s)
Searching and sorting
void *bsearch(void
key, void
su1, su2,
int' (*cmp) (void
*ck, void *ce))
void qsort (void
*base, sul, su2,
int (*cmp) (void
String manipulation
char *strcat(s1,s2) concatenate s2 to end of s1; rtn s1 string.h
char *strchr (s, c) return ptr to 1st occurence of $\mathbf{c}$ in $\mathbf{s} / \mathrm{N}$
char *strcpy(s1,s2) $\begin{aligned} & \text { s1 lexicographically }<\mathbf{s 2},=s 2,>s 2\end{aligned}$
char *strcpy(s1,s2)
size_t
strcspn(s1, s2)
char *strerror(n)
size_t strlen(s)
char *strncat
(s1,s2,su)
int
strncmp(s1,s2,su)
char
$\underset{\text { *strncpy }}{ }(\mathrm{s} 1, \mathrm{~s} 2, \mathrm{su})$
char
*strpbrk(s1,s2)
char *strrchr (s, c)
strspn(s1,s2)
char *strstr(s1,s2)
char *strtok(s1,s2) search the first substring in s1 that matches s2 break $\mathbf{s 1}$ into tokens delimited by $\mathbf{s 2}$; from the to call; return the ptr to token or NULL
Time
char *asctime(*tm)
clock_t clock()
char *ctime(*t1)
char "ctime("t1)
double
difftime
struct tm ${ }_{\text {*gmtime }}(*$ t1)
struct tm
*localtime (*t1)
time_t mktime
(struct tm *tptr)
size_t strftime
s1, su, s2,
time_t time(*t1)

## time is stored in *t1; convert time re

Variable-type and number of arguments
Convert $\mathbf{t m}$ struct to string; rtn ptr to it
CPU time in 1.0,//CLOCKS PER SEC seconds CPU time in $1.0, / / /$ CLOCKS_PER_SEC secon
since program startup $/-1 /$ since program startup $/-1$
difference t11-t12 in seconds
Convert time pointed to by tl to Universal Time Coordinated (UTC) (formerly GMT)
alters tptr to represent an equivalent encoded local time $/-1 /$
write tptr to buffer s1 per format s2; buffer
size is su; rtn number of characters stored $/ 0, / /$
returns time \& date in seconds; if $\mathrm{t} 1<>$ NULL,
stdarg.h

| type | get next argument; ap must be initialized by |
| :--- | :--- |
| va_arg(ap, type) | va_start; the argument type must be type |

va_arg(ap,type)
void va_end(ap)
void
void
va_start; the argument type must be type
end variable argument list
va_start (ap, $\mathbf{p N}$ ) just before the (...) in the function prototype

## COMMAND LINE ARGUMENTS

Arguments typed in on the command line when a program is executed are
passed to the program through argc and argv.
$\operatorname{argc}$ is a count of the number of arguments +1 ;
$\mathbf{a r g v}$ is an array of character pointers that point to each argument.
$\operatorname{argv}[0, /]$ points to the name of the program executed.
argv[argc]
Use sscanf to convert arguments stored in argv to other data types. For
example.
check phone 35.79
starts execution of a program called check, with
$\operatorname{argc}=3$
$\operatorname{argv}[0, /]=$ "check"
$\operatorname{argv}[1]=$ "phone"
$\operatorname{argv}[2]=" 35.79 "$
To convert number in argv[2], use sscanf. For example :
int main (int argc, char *argv[])
\{ float amount
$\underset{\text { sscanf (argv[2], "\%f",\&amount); ... \} }}{\text { for }}$

